A survey of software quality metrics for software measurement process
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ABSTRACT
Software measurement process is a process that measures, adjusts, evaluates, and improves the software development process. Software metrics may be used in different models to improve software quality. This paper aims to identify software metrics to increase knowledge of the reasons and effects of using metrics and to evaluate their applicability in software development. Therefore, we use previous studies in the literature in order to describe the fundamental aspects of the software quality metrics. We discuss several metrics of software quality metrics: product quality, process quality, testing quality, and customer satisfaction quality. Process metrics have been seemed more successful in discovering faults as compared to complexity metrics and traditional size.
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1. INTRODUCTION

Quality is performance to the standard expected by the customer and applies to products, services, people, and processes. Quality must give superior value to the customer (superior value has 3 elements: superior cost, superior quality and superior services) [1]. Software quality assurance is one of the most important phases of software project management [2]. To ensure quality, software measurement has become a key aspect of good software engineering practice [3]. Software measurement process must be a good oriented systematic process that measures, calculates, corrects, and improves the software development process [4]. Measurement activates inform and involve software developer in all phases of software development process [3]. Software measurement increases the effectiveness of testing process [5]. A metric is a countable measurement of software product, project, or process that is directly calculated, observed and predicted [6]. Metrics provide visibility and insight about what we do and how well we did it [7]. Moreover, metrics should be able to help in developing models, which are useful in calculating process of the product spectrum [8]. Metrics can be used for process improvement and monitoring, product development, software estimations and for quality control [9]. There are some metrics quality characteristics defined by Latva-Koivisto [10] for good complexity metrics such as validity reliability etc.

Software metrics are valuable object in the whole software life cycle [11]. Software metrics contracts with the measurement of software product development process and help in evaluating models and tools [12]. Software metrics are used to assess the quality of the resulting product and the software development process [3]. Using software metrics we can expand variety of information about the quality of the product that is provided to the customer, cost estimation, progress of a software project, and complexity of a software system [13]. Software metrics used in the traditional software development process can be categorized into three types as product, process, and project metrics [14, 15]. Process metrics highlights the process of software development and used to augment software development and maintenance [16]. Project metrics are used to control project status and situation [17]. Product metrics define the attributes of the software product at any level of its development. Software product quality consists of two levels: intrinsic product quality and customer satisfaction. Intrinsic product quality is commonly measured by the number of “bugs” that can be functional defects in the software or by how long the software can execute before facing a “crash.” [18].

2. RESEARCH BACKGROUND

Software quality is defined as a characteristic, an attribute, property, that parallels to the level of excellence, superior excellence and high input granularity [19]. The development of software applications contains concepts such as planned level, estimated level, and actual level of quality [20]. The planned quality level must be set in order to ensure getting the objective for which the application is being established, to achieve a level of effectiveness as high as possible [21]. The estimated quality level is used when the software application is not still offered or is in the process of elaborating the project’s financial offer required within the program in order to define the necessary
resources and financial objectives [22]. The actual quality level of a software product is the outcome of measures executed within the exploitation period and is achieved by storing data into a model [11, 23]. Software Measurement is a important practice to process quality improvement and project management [24, 25]. SM is also a key discipline in assessing the quality of software products and the ability and performance of software processes. The software measurement process includes: measurement planning, measurement execution, and measurement evaluation [26]. After plan measurement can start. Measurement execution involves in gathering data for the defined measures, analyzing and storing them. The data analysis delivers information to decision making, supporting the identification of proper actions. Finally, the measurement process and its products should be estimated in order to categorize potential improvements [27]. Question arises what to measure and this question has two levels: what quality attributes to measure? What parts of the system should be measured? To measure quality select the correct measure from the huge collection of available software quality metrics [28].

Software metric is a field of software engineering that is associated with various amounts of computer software and its developments [29]. Software metrics is one of the important tools for analyzing the software product in an effective way [30] [31]. Software metric are helpful in enhancing the quality of software, cost estimation and planning the budget [32] and with the help of software metric we are capable to understand the software product in an effective way [33]. Metrics that help to measure the success or failure of a project are very different and these metrics hardly have a good contract in commonalities. Software quality metrics are the subset of software metrics that emphasizes on the quality aspect of software therefore play an important role in analyzing and improving software quality [34]. Software metrics values are the signs of one or more software quality attributes [35]. Software Quality Factors (SQFs) are attributes that seems important for software to possess [36]. There are many Quality Factors such as clarity, completeness, complexity, consistency, correctness, efficiency, flexibility act, and the significance of each depends on a given measure and definition. A quality factor can be used at any time in the lifecycle of the product. Metrics are useful to define current status of a project and estimate its performance. Many software measures events have been offered in the literature, some of them are [12, 37, 38] [39, 40]. Software metrics can be classified into three categories: project metrics, product metrics and process metrics [31].

3. PROJECT METRICS

Project metrics are used to control project situation and status. Project metrics prevent the problems or potential risks by standardizing the project and help to improve the software development plan [41]. Some authors consider that management of projects is management risks [42]. This fact is due, in part, by the understanding that a significant portion of projects failures could be related to a poor risk management [43]. Project metrics describe the project features and implementation. Examples include the number of software developers, the staffing outline over the life cycle of the software, schedule, productivity and cost [41].

4. PRODUCT METRICS

Product metrics define the attributes of the software product at any stage of its development. Product metrics may measure the size of the program, complexity of the software design, portability, maintainability, product scale and performance. Product metrics are used to suppose and discover the quality of the product. Product metrics are used to measure the standard or the final product [8, 44]. Product quality is a critical competitive issue when introducing new products [45]. Software product quality consists of two levels: intrinsic product quality (reliability, defect density) and customer satisfaction (customer problems, customer satisfaction). Intrinsic product quality is measured by the number of functional defects in the software or by how long the software can run before facing a failure. Reliability is the probability of a program will perform its specified function or a stated time period under specified condition [46]. Software reliability is important because it highly impacts reputation of a company, maintenance cost (warranty), future business, contract requirements and customer satisfaction. There are three metrics in software reliability Mean time between failures (MTBF), mean time to failure (MTTF), and mean time to repair (MTTR) [47]. MTTR is only applicable for repairable systems. Mean time between failures is predicted time between two succeeding failure of a system and that is stated in hours. It’s a key reliability metric for system that can be fixed or restored and applicable when several systems failures are expected. Mean time to failure is the expected time to failure of a system [48]. MTTF metric is used with safety critical systems such as the avionics, airline traffic control systems and weapons. MTTR metric is more difficult to implement and may not be representative of all customers. MTTF is applicable for non-repairable systems. Mean time to repair is an average time to restore a system after failure [49].
The defect density metric, in contrast, is used in many commercial software systems. The overall idea of defect rate is the amount of defects over the opportunities for error (OFE) during a precise time frame. In time frames, several operational definitions are used for the life of product (LOP), extending from one year to many years after the software product’s release to the overall market. Normally more than 95% of the bugs are found within four years of the software’s deployment [11] [4]. For application software, most bugs are normally found within two years of its release. A line of code could be any line of program text that is not a blank line or comment, nevertheless the fragments of statements or the number of statements on the line [50]. The line of code (LOC) metric is simple but the main problem arises from the ambiguity of the operational definition. Differences between instruction, statements physical lines (or logical lines of code) and differences among languages commits to the huge differences in counting LOCs. Even within the same language, the approaches and algorithms used by various counting tools can cause important differences in the final counts [51]. Jones (1986) describes several variations: Count only executable lines, Count executable lines, data definitions, and comments, Count executable lines plus data definitions, Count lines as physical lines on an input screen, Count executable lines, data definitions, comments, and job control language, Count lines as terminated by logical delimiters [11]. To calculate defect rate for the modified code, LOC count and Defect Tracking must be presented. LOC count; the entire software product must be available. Defect tracking: Defects must be tracked to the release source, a lot of the code that covers the defects and when the portion was added, enhanced or changed [14].

The two metrics (Reliability and Defect Rate) are correlated but are different enough to merit close attention as both are predicted values and estimated using static and dynamic models. First, one measures the time between failures, the other measures the defects comparative to the software size (Function points, lines of code, etc.). Secondly it is difficult to distinct failures and defects in actual measurements, failures data tracking, and defects (or faults) have different meanings [11] [52].

Another product quality metric used by major developers in the software industry measures the problems customers encounter when using the product is Customer Oriented metrics [53]. Customer Oriented metrics involve Customer Problems Metric and customer satisfaction Metrics. Customer problems metric; problems that are not accurate defects may be unclear documentation or information, usability problems, duplication of user error or valid defects [54]. The problems metric is usually expressed in terms of problems per user month (PUM); PUM is equal to the total problems that customers reported (true defects and non-defect-oriented problems) for a time period per Total number of license-months of the software during the period [4] [11]. Customer satisfaction can be measured by customer survey data through the five-point scale: very satisfied, satisfied, neutral, dissatisfied and very dissatisfied. Satisfaction with the quality of the product and its measurements is typically found through various methods of customer surveys [55] [11].

5. PROCESS METRICS

Process metrics focuses on the process of software development. It mainly targets at process duration, type of methodology used and the cost acquired. Process metrics can be used to enhance software development and maintenance [56]. Effectiveness of defect removal during development, the modeling of testing defect onset, and the reaction time of the fix processes are the examples of process metrics [8]. Researchers have generally focused on two broad categories of metrics for fault prediction: code metrics, which measure properties of the code such as size and complexity and process metrics, are number of changes and number of developers [57]. Fault prediction models are used to enhance software quality and to support software inspection by locating possible faults [58]. Model performance is influenced by a modeling technique [59] [60] [61] [62] and metrics [63] [64] [65] [66]. Contradictory results through studies have often been stated. Even inside a single study, different results have been found when different environments or approaches have been used. But, finding the suitable set of metrics for a fault prediction model is still essential, because of major challenges in metrics performance [67].

Software metrics can be divided into different categories while same metrics may relate to more than one category. Some notable metrics that are classified into five categories commercial perspective, significance perspective, observation perspective, measurement perspective and software development perspective [3].
a) Commercial perspective

From Commercial Perspective, Metrics can be categorized into five classes (Technical Metrics, Defect Metrics, End-User Satisfaction Metrics, Warranty Metrics and Reputation Metrics) to measure the quality and quantity of software [3].

b) Significance perspective

From significance perspective, Metrics can be clustered into two classes: Core Metric; essential to maintain solution delivery test management on software systems development projects and Non-Core Metric (optional metric) help to produce a more stable picture of the quality and efficiency of test efforts [3].

c) Observation perspective

In observation perspective, Metrics can also be categorized as: Primitive metrics are directly detected, such as the program size (in LOC), total development time for the project and number of defects perceived in unit testing. Computed metrics cannot be directly detected but are added in some way from other metrics. Direct measurement is assessment of something existing and involved in measurement perspective [6]. Software metrics can also be classified as: Objective metric, same values for a given metric and Subjective metrics may measure changed values for a given metric, since their subjective result is involved in arriving at the measured value [12].

Since the 1970s, various common software quality models came out, such as McCall [6] [68] [31], Boehm [11], FURPS [69] [70], ISO/IEC9126:1991 and ISO/IEC9126:2001 [71] [72]. Software Quality Model is generally defined as a set of characteristics and relations between them which actually offer the source for evaluating quality and specifying requirements of quality and comparing of SWQMs [68]. In 1977 jam McCall presented Quality model [73] which is known as McCall Quality Model and is mainly aimed to the system developers and the system development process. McCall model offered the relationship between software quality characteristics and software metrics, without software functionality. McCall quality model try to bridge the gap between users and developers concentrating on a number of software quality factors that reveal users’ views and the developers’ priorities [74]. The McCall quality model has three major perspectives Product revision, Product transition and Product operation for defining and identifying the quality of a software product [73, 75]. Product revision: Includes maintainability (find and repair a fault in the program within its operating environment), flexibility (the ease of change required by operating environment) and testability (the ease of testing the program, to confirm that it is error-free and fulfil its specification) [76] [77]. Product transition: It is all about portability (the struggle required to transfer a program from one environment to another), reusability (the ease of reusing software in a different situation) and interoperability (the effort required to combine the system to another system) [78] [76]. Product operation: The Quality of product processes depends on correctness (the degree to which a program accomplishes its specification), reliability (the system’s capability not to fail), efficiency (use of resources, e.g. processor storage, time), integrity (the security of the program from unauthorized access) and usability (the ease of the software use) [79] [76]. Precise measurement is essential for all engineering disciplines, and Software engineering is not an exception. Engineers and researchers are seeking to express features of software in order to simplify software quality assessment. Large bodies of software quality metrics have been established, and number of tools exists to collect metrics from program representations. This variety of tools allows a user to select the tool best suited, depending on its handling, price or tool support. However, it is considered that all metrics tools compute, implement and interpret the same metrics in the same way [11] [80].

6. CONCLUSION

This paper is an introduction of software quality measure and metrics found in the software quality literature. Software measurement and metrics helps to evaluate software process, software project and software product. The set of metrics identified in this paper provide the better validation activity to an organization and develop better software process towards the goal of process management. Process metrics have been reported more effective in finding faults compared to complexity metrics and traditional size. The metrics’ effectiveness is measured to provide a clear distinction about their usefulness. The effectiveness of the frequently used metrics were measured to distinguish between metrics usefulness and to define the degree of effectiveness. Well-designed metrics with documented objectives can help any organization to find the information it needs to improve its software processes, product and customer services. Therefore, future research is needed to improve the methodology to encompass metrics that have been validated on project and valid measures of quality on software project.
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